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Abstract. We report that there are 49679873 Carmichael numbers less than

1022 which is an order of magnitude improvement on the previous bound. The

tabulation finds Carmichael numbers of the form n = Pqr and is bifurcated
by the size of P with respect to the tabulation bound B. For P < 7 · 107, we
found 35985331 Carmichael numbers and 1202914 of them were less than 1022.

When P > 7 ·107, we found 48476959 Carmichael numbers less than 1022. We
provide a comprehensive overview of both cases of the algorithm. For the large

case, we show and implement asymptotically faster ways to tabulate compared

to the prior tabulation. We also provide an asymptotic estimate of the cost
of this algorithm. It is interesting that Carmichael numbers are worst case

inputs to this algorithm. So, providing a more robust asymptotic analysis of
the cost of the algorithm would likely require resolution of long-standing open

questions regarding the asymptotic density of Carmichael numbers.

1. Introduction

Fermat’s Little Theorem states that when p is prime that ap ≡ a (mod p) for
any integer a. The converse of this theorem gives a computationally efficient way to
detect if an integer is composite. Pick an integer a < n and compute an (mod n). If
the result is not a, conclude that n is composite. Unfortunately, there are composite
integers for which this test will fail to detect as composite, e.g. n = 341 and a = 2.
Even worse, there are composite numbers for which an ≡ a (mod n) for any a,
and the least such example is 561. It would be reasonable to call these numbers
absolute Fermat pseudoprimes or S̆imerka numbers since V. S̆imerka found the first
seven examples in 1885 [26]. However, we will keep with convention and call them
Carmichael numbers.

For a background and survey on Carmichael numbers we refer to [21]. While
that survey is a bit dated, it shows the breadth of questions that have been asked.
Our concern is tabulating Carmichael numbers and this specific problem has a
long pedigree [25, 22, 12, 13, 9]. The tabulation bounds for those sources were
(respectively): 109, 25 · 109, 1012, 1013, and 1014. Our key source is R.G.E. Pinch’s
The Carmichael numbers up to 1015 [15]. He also published a series of reports in
which he announced further tabulations all using the same algorithm [16, 17, 18, 19].
The final tabulation found all Carmichael numbers less than 1021. We address the
problem of tabulation by investigating the difficulty of finding primes q and r given
P so that Pqr is a Carmichael number.

We analyze this problem from two different perspectives: bounded and un-
bounded. In the former case, we construct q and r so that Pqr < B. In the
latter case, we analyse the cost to find any such primes so that Pqr is a Carmichael
number. The unbounded problem is interesting on its own and arises naturally in
the context of a bounded computation. If P is small enough with respect to B,
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2 ANDREW SHALLUE AND JONATHAN WEBSTER

any primes q and r for which Pqr is a Carmichael number will inherently satisfy
Pqr < B.

Our contributions are as follows. We give a comprehensive overview and an
analysis of tabulation algorithms. The algorithm is bifurcated by size. For the
small case, we review the improvements introduced in [24]. We do this for the
sake of completeness and because the algorithms played a significant role in this
tabulation. In [24], it was reported that the algorithm was run on P < 3 · 106
and now this has been extended to P < 7 · 107. In contrast, this paper shows a
better way to handle the large case. In particular, there are specific cases in the
tabulation which would have required an exponential amount of work but we give
multiple ways to reduce this to only a polynomial amount of work (see Section
5). We also give a heuristic estimate on the amount of time to tabulate up to B,
namely

B exp

((
− 1√

2
+ o(1)

)√
logB log logB

)
,

by providing an estimate on the number of preproducts the large case has to con-
sider. See Theorem 8 in Section 7 for a precise statement and argument.

In [8], it is recounted how Shanks and Erdős disagreed regarding the asymptotic
count of Carmichael numbers. Shanks had plausible beliefs informed by available
empirical data. Erdős was informed by a heuristic arising from a theoretical con-
struction technique. The conflict between empirical data and theory is reflected in
this very paper. A practical algorithm for tabulation should be guided by empiri-
cally observation. When we make arguments based off of this data, we will speak
of a guide or guidance. However, we are also informed by theory and do not want
to give the impression that the guidance is a theorem (e.g., Subsection 4.4). At
the same time, we are concerned with asymptotic analysis of algorithms and offer
asymptotic improvements whose benefits might not be empirically noticed in our
current computational domain.

While we remain far from proving Erdős’ heuristic, it is generally accepted as a
valid model to understand the asymptotic count of Carmichael numbers. His view
gives a heuristic asymptotic count of

B exp

(
−k logB log log logB

log logB

)
for some positive constant k. This implies that the count is greater than B1−ϵ for
any fixed ϵ > 0. When Alfords, Pomerance, and Granville proved the infinitude of
Carmichael numbers, they also established a lower bound B2/7 for their count[2].
The current best lower bound is B1/3[10], which is more empirically in line with
what current tabulations show. We seem quite far from the point at which tabu-
lations could give empirical evidence for Erdős’ heuristic. This dichotomy was also
explicitly pointed out by Swift in 1975 [25].

The Erdős construction starts with a carefully selected composite number L,
and builds Carmichael numbers around L. There exist algorithmic versions of this
construction technique that produced Carmichael numbers with billions of prime
factors (e.g., [1]). A tabulation algorithm should be able to account for how such a
number would be found, even if only in a hypothetical way. We show the sorts of
numbers that arise from this construction technique play a role as worst-case inputs
to our tabulation algorithm (see Subsection 5.5). Thus, we would likely need the
asymptotic count of these numbers to prove a strong bound on the algorithmic cost
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and we find it especially pleasing to see this problem show up in an intrinsic way
in the algorithm. If we were strictly guided by empirical observation it would have
been more difficult to see this connection.

The remainder of the paper is organized as follows. In Section 2, we review
some general number-theoretic results that are needed and the specific results on
Carmichael numbers. In Section 3, we provide a high-level overview of the algo-
rithm. In Section 4, we review the small case and discuss its benefits. In Section 5,
we explain the large case. This includes Pinch’s approach and improvements based
on divisors in residue classes [14, 3]. In Section 6, we discuss how construction of
preproducts differs between the small and the large cases. In Section 7, we pro-
vide a theorem on the count of preproducts. This serves as a guide for the total
amount of work our tabulation algorithm does. Finally, we conclude with a report
on our implementation and the tabulation to B = 1022. This independently verifies
Pinch’s prior tabulations and exceeds his by an order of magnitude.
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2. Background

2.1. Number Theoretic functions. Let ϕ(n) be Euler’s totient function. Let
λ(n) be the Carmichael function or the reduced totient function. We have

λ (pα) =

{
ϕ (pα) if α ≤ 2 or p ≥ 3
1
2ϕ (pα) if α ≥ 3 and p = 2

,

λ(n) = λ (p1
α1 · · · pkαk) = lcm

(
λ (p1

α1) , . . . , λ (pk
αk)
)
,

where the pi are distinct prime divisors of n.
This function shows up frequently in the tabulation algorithm. We are influenced

by Theorem 2 and 3 of [5] and Theorem 5 of [7]. A guiding and colloquial summary
of these results might be, “λ(n) is frequently close to n in size, and λ(n) may be
very small infrequently.” We forgo precise statements because they are not used
explicitly and we leave the reader to consult the sources. Even though we assume,
as guidance, that λ(n) is frequently close to n in size, we design an algorithm that
allows very small values of λ(n). Indeed, we will see exactly how and where the
small values play a significant role in the algorithm.

Let τ(n) be the function that counts the number of divisors of n. Dirichlet
established ∑

n≤x

τ(n) = x log x+ (2γ − 1)x+O(
√
x).
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4 ANDREW SHALLUE AND JONATHAN WEBSTER

2.2. Theorems for Carmichael numbers.

Theorem 1 (Korselt’s Criterion). A composite number n is a Carmichael number
if and only if n is squarefree and (p− 1) | (n− 1) for all prime divisors p of n.

The tabulation methods construct n in factored form. Our goal will be to con-
struct square-free odd numbers n which will then be tested with Korselt’s criterion.

Letting d be the number of prime factors dividing n, then d > 2. Let Pk =
∏k

i=1 pi
where pi < pj iff i < j. The primary tabulation methods concern Pd−2 and con-
structing or searching for pd−1 and pd. Since these quantities are used so often, we
write these quantities as P , q, and r. For reference, this means that Pd−1 = Pq
and Pd = Pqr.

Theorem 2 (Proposition 1 of [15]). Let n be a Carmichael number less than B.

(2.1) Let k < d. Then pk+1 < (B/Pk)
1/(d−k) and pk+1 − 1 is relatively prime to

pi for all i ≤ k.
(2.2) We have Pd−1r ≡ 1 (mod λ(Pd−1)) and r − 1 divides Pd−1 − 1.

(2.3) Each pi satisfies pi <
√
n <

√
B.

The condition that pk+1 − 1 is relatively prime to pi for all i ≤ k means that
every P is a cyclic number (in the group theory sense). Letting c(B) count the
number of cyclic numbers less than B, Erdős proved [6]

c(B) ∼ e−γB

log log logB
.

Paul Pollack recently improved this result, proving that c(B) admits an asymp-
totic series expansion in descending powers of log log logB terms with explicitly
computable constants [20]. Since we also require Pp2d−1 < B, we can consider
a significantly smaller set of cyclic numbers. We will address the impact of this
condition in Sections 6 and 7.

Theorem 3 (Proposition 2 of [15]). There are integers 2 ≤ D < P < C such that,
putting ∆ = CD − P 2, we have

q =
(P − 1)(P +D)

∆
+ 1,(1)

r =
(P − 1)(P + C)

∆
+ 1,(2)

P 2 < CD < P 2

(
pd−2 + 3

pd−2 + 1

)
.(3)

Corollary 1. There are only finitely many Carmichael numbers of the form Pqr
for a given P .

The immediately above theorem and corollary were the primary motivation of
[24]. Given the finiteness result, it makes sense to tabulate with respect to P . Once
a given P is accounted for, it never needs to be revisited. The permanence of the
tabulation may help reduce the work of future tabulations. As it stands, the below
sections show that the above theorem is used in an algorithmic way when P is
accounted as small with respect to the total tabulation bound.

Theorem 4 (Proposition 3 of [15]). We may bound the size of the last two primes
q and r.
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(1) q < 2P 2

(2) r < P 3

The computational cost of an unbounded direct search is Ω(P 2) due to the cost
of finding q. It is difficult to pin down the cost of finding r given P and q due to
the role λ(Pd−1) plays. We say more in Section 5. An implementation will always
have access to λ(Pd−1) because Pd−1 is always constructed in factored form.

2.3. Computational Model. We are concerned with the counts of arithmetic
operations used to generate triples (P, q, r) and do not concern ourselves with the
asymptotic cost of verifying if Pqr is a Carmichael number. The primary reason we
omit the cost of verification is that the cost is not uniform across the computation.
We will treat the cost of verification as being done in constant time as a guide.

The primality test is the most expensive part of the Korselt check and we deferred
it until other checks have passed. This includes integrality checks for q and r and
the d < 14 divisibility statements in the Korselt criterion. We may also discard
candidates beyond the tabulation bound. Even when all of these pass, and we need
to verify the primality by use of a more expensive test, in some cases we know the
complete (or partial) factorizations of q− 1 or r− 1 and have faster primality tests
available.

We will account for storage costs using the bit model. And, as is typical in
tabulation algorithms, we do not count the cost of storing the output.

3. Algorithmic Overview

For reference, we provide a high-level overview of the algorithm that is described
across several sections below. We want to analyze each piece, justify our choices,
and compare to the previous algorithms. We conclude with an overall asymptotic
analysis in Section 7.

Algorithm Tabulating Carmichael numbers less than B

Require: 0 < X < B, X a cross-over point ▷ See Section 4.4.
for each P < X do ▷ See Section 6.1.

if Pd−3 is small then
Use Hybrid method to find q and r. ▷ See Sections 4.1-4.3.

else
Use D∆ method to find q and r. ▷ See Section 4.2.

end if
end for
for each P satisfying P ≥ X and Pp2d−2 < B do ▷ See Section 6.2.

for each q an admissible prime in (pd−2,
√

B/P ) do
if B/(Pqλ(Pq)) or Pq/λ(Pq) is small then

Compute r by sieving. ▷ See Section 5.1.
else

Factor Pq − 1 using divisors in residue classes. ▷ See Section 5.3
end if

end for
end for
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6 ANDREW SHALLUE AND JONATHAN WEBSTER

4. When P is small

We present a concise and clear exposition of the key ideas found in [24]. In
particular, the proofs of the run-times make it a bit more clear what the implied
constants are for the computation associated for a given P .

4.1. The CD method. The starting point is the third paragraph of Section 2 of
[15] where the small case is described. Theorem 3 is used to create the values C and
D with a double nested loop. The outer loop is on D and the inner loop is on C
permitted by inequality (3) of Theorem 3. With C, D, and ∆, the inner loop does
divisibility checks on q and r, an optional bound check on Pqr, Korselt divisibility
checks, and two primality checks.

In [24], it was shown that the number of CD pairs created is akin to running
a sieve of Eratosthenes on the interval found in the inequality (3) of Theorem
3. Letting the length of that interval be LP , then its value is about 2PPd−3.
Considering the d = 3 case, we have Pd−3 = 1 and so, Lp is linear in P . As d grows

larger, LP can approach quadratic in P because Pd−3 can approach P 1− 1
d−2 .

The number of CD pairs created in this approach is

O(LP logP ) = O(PPd−3 logP ) = O(P 2− 1
d−2 logP ).

The first equality is just rewriting LP in terms of P and Pd−3, and would also be
a Θ bound. The second equality is a containment statement of big-O costs, since
it represents an upper bound on Pd−3. This method performs poorly when Pd−3 is
large with respect to P .

4.2. The D∆ method. The improvement found in [24], is to replace the loop on C
with a loop on ∆, constructed divisors of (P −1)(P +D). The divisors are obtained
using a variant of the sieve of Eratosthenes. The factorization of (P − 1) remains
constant through all D and the sieve variant factors all numbers in [P +2, 2P − 1],
which accounts for the factors of any (P + D) term. Even though the cost of
obtaining the divisors exceeds the cost to increment C, the asymptotically fewer
number of the divisors makes up for increased overhead used to enter the inner
loop. Like the inner loop of the CD method, this approach does divisibility checks
on C = (P 2 + ∆)/D and r, an optional bound check, Korselt divisibility checks,
and two primality checks.

Theorem 5. The number of D∆ pairs created is O(τ(P − 1)P logP ).

Proof. For P we run through D in the interval [2, P − 1] and consider divisors of
(P − 1)(P +D). So we count the number of such divisors.

P−1∑
D=2

τ ((P − 1)(P +D)) < τ(P − 1)

(
2P∑

D=P

τ(D)

)

< τ(P − 1)

( ∑
D<2P

τ(D)−
∑
D<P

τ(D)

)
= τ(P − 1) (P log(P ) +O(P )) .

□

There are a few practical improvements to the above to further reduce the num-
ber of divisors constructed. We may consider divisors of (P−1)/2 instead of (P−1)
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ADVANCES IN TABULATING CARMICHAEL NUMBERS 7

because this forces q to be an odd integer. The set of divisors may be further re-
duced considering a small prime p dividing D and only generating ∆ satisfying
P 2 ≡ −∆ (mod p) for small primes p dividing D. If P ≡ 0, 1 (mod p), we either
always include or exclude p from the odometer generating the divisors. It is not
too hard to see that both of these ideas only improve the implied constant on the
big-O cost.

4.3. The Hybrid Method. Since the outer loop on D is the same in both meth-
ods, one may choose which inner loop is better to enter. It is easy to compute
the number of C values or the number of divisors ∆ that would have to be con-
sidered for a given D. Roughly speaking, the choice will be between the smaller of
2PPd−3/D or τ((P −1)(P +D)). While 2PPd−3/D decreases in a predictable way,
the divisor count can behave more chaotically. Generally, when D is small the D∆
method will be chosen. As D gets larger, it may be that the CD method becomes
the faster way to complete the computation. It was common for P to be prime
in our computational range; so, we found that implementing this hybrid method
was helpful in reducing run-time. In [24], it is conjectured that the hybrid method
considers O(P log logP ) CD or D∆ pairs when P is a prime. If true, the hybrid
method is an asymptotically faster algorithm for these cases.

4.4. Benefits and Crossover. The benefit of the D∆ method and the hybrid
method is that it removes the dependence on d. Another benefit that all three have
is that they do not depend on the size of λ(P ).

It also makes deciding when to use these algorithms a bit easier. There are two
upper bounds on q given P and B. On the one hand q < 2P 2 and on the other
hand Pq2 < B. The cost of finding q is roughly linear in the upper bound. We
can find q (and r) by checking, on average, O(P (logP )2) candidate pairs D∆. Or
we can find q by exhaustive search on a precomputed lists of primes bounded by√
B/P . The number of elements in this list is bounded by

π(
√
B/P ) ∼

√
B/P

log
√

B/P
.

These two counts are equalized, roughly, at P ∼ B1/3/(logB)2. In practice, we
recommend a crossover of X = B1/3. Our own computation went a bit beyond
this. This was due, in part, because when we started the small case, we were
unsure what the upper bound of the total tabulation was going to be. As a guide,
the cost of finding r given Pq is a polynomial time algorithm. However, if the
guidance is incorrect then choosing X larger than B1/3 would be justified.

It is not clear to us if it is possible to provide an asymptotically faster algorithm
for the small case by assuming a bounded computation. That is, as P grows beyond
B1/6 it becomes increasingly likely that Pqr > B. It would be good to have
a modification that can incorporate this bound and results in an asymptotically
faster algorithm.

5. When P is large

We show that the cost of completing individual preproducts Pq may be expo-
nential (see Theorem 6) in the worse case, but that many of these may be resolved
in polynomial-time (see Subsections 5.3 and 5.4 ). Even the cases that may not be
resolved in polynomial-time have asymptotically superior algorithms (see Theorem
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8 ANDREW SHALLUE AND JONATHAN WEBSTER

7) compared to Pinch’s approach. The difficulty of finding r given P and q is related
to both B and λ(Pq). In all of what follows, the goal is to use the two conditions
on r − 1:

(1) r − 1 divides Pq − 1 and
(2) r − 1 ≡ r⋆ − 1 (mod λ(Pq)) where 0 < r⋆ < λ(Pq) is the modular inverse

of Pq (mod λ(Pq)).

The first two subsections explain the simplest approaches to finding r; both
of which are described in [15]. We prove that this can be an exponential time
algorithm in P (see Theorem 6). The next two subsections establish several im-
provements each of which would change many of these individual exponential time
computations to polynomial time ones. Finally, we conclude with some comments
on how Carmichael numbers that result from the Erdős construction technique re-
sult in the worst case inputs for this tabulation problem. Our algorithm can find
such numbers, but we find it especially pleasing that they play a central role (as an
obstacle!) in the tabulation algorithm.

5.1. Pinch’s Easy Case. Using the congruence on r− 1, we may take steps in an
arithmetic progression to find candidate r values. The number of steps required is
bounded by

k = min

{
Pq − 1

λ(Pq)
,

B

Pqλ(Pq)

}
.

The first term comes from the fact that r is a factor of Pq− 1 and the second term
comes from the fact that r < B/Pq. If either of these numbers is small, we take
the k steps in this arithmetic progression. Recall our guidance that λ(Pq) is close
in size to Pq. Therefore, it is common for the first ratio to be small. In a similar
way, when Pq > B1/2, then the second ratio is expected to be small. Most of the
preproducts fall into one of these two cases and we consider this the bounded case.
For the rest of the section we assume both of these ratios are large. Therefore,
everything that follows is considered to be in the unbounded case.

5.2. Pinch and Trial Division. Richard Pinch notes that checking for candidates
in arithmetic progression

r⋆, r⋆ + λ(Pq), r⋆ + 2λ(Pq), r⋆ + 3λ(Pq), . . .

may be sped up considerably by running over small factors f of Pq − 1 to find
candidates for r. Put r = (Pq − 1)/f + 1, then test the congruence. Testing small
factors f lowers the upper bound on the arithmetic progression.

Theorem 6. Finding r in the manner described by Richard Pinch creates

O

(√
Pq

λ(Pq)

)
candidates to check.

Proof. We balance k trial division steps with checking k elements in arithmetic
progression. The number of candidates created is

O

(
k +

Pq − 1

kλ(Pq)

)
.

The first term of the sum represents the number of candidates by taking k steps
of trial division. The second term counts the number of elements in arithmetic
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progression with common difference of λ(Pq) that are bounded in size by (Pq−1)/k.
These two terms are balanced at

k =

√
Pq

λ(Pq)
.

□

We follow Richard Pinch in spirit but show that there is a better way of finding
the small factors f that divide Pq − 1. This change provides an asymptotically
superior algorithm.

5.3. Divisors in Residue classes (Part 1). Let us rename quantities. Let g =
gcd(r⋆ − 1, λ(Pq)). Then, rather than search for r − 1 directly, we will search for
r − 1 as a multiple of g. Renaming quantities R1 = (r⋆ − 1)/g,S = λ(Pq)/g, and
P = (Pq − 1)/g, the problem may be restated: Find factors of P that are in the
residue class R1 (mod S). This is the divisor in residue class problem. We will
explain and analyze what we did and how it compares with Pinch’s approach.

The search for divisors t of P may be broken into two cases. Case 1: t ≤
√
P.

Case 2: t >
√
P. In naive trial division, any successful division always yields two

factors: one in each of the two cases. Since we are only concerned with divisors in
specific residue classes, the two cases are treated independently.

5.3.1. Case 1. We construct divisors in the arithmetic progression

R1,R1 + S,R1 + 2S,R1 + 3S,R1 + 4S . . .

while these candidates remain less than or equal to
√
P. Multiply by g and add 1

to get the original arithmetic progression for r:

r⋆, r⋆ + 2λ(Pq), r⋆ + 3λ(Pq), . . . .

This arithmetic progression does not deviate from the original approach. The re-
naming is only necessary to compute the new upper bound.

5.3.2. Case 2. Suppose we have t >
√
P and t ≡ R1 (mod S). That means that

there is a factor, say t′ with t(t′) = P and t′ <
√
P. This t′ lies in some residue

class modulo S. If (R1 + k1S) | P then there exists t′ = R2 + k2S such that
(R1 + k1S)(R2 + k2S) = P. A simple computation shows that R2 ≡ PR−1

1

(mod S). We construct divisors in the arithmetic progression

R2,R2 + S,R2 + 2S,R2 + 3S,R2 + 4S, . . .

while these candidates remain less than
√
P. At each point, we check if P ≡ 0

mod (R2 + k2S). If it is, then t = P/(R2 + k2S) is the divisor greater than
√
P.

Multiply the quantity by g and add 1 to get r. This is the same as searching for r
in

Pq − 1

R2
+ 1,

P q − 1

R2 + S
+ 1,

P q − 1

R2 + 2S
+ 1,

P q − 1

R2 + 3S
+ 1, . . .

where the divisions need to be exact. These denominators are a subset of the
“small factors f of Pq − 1” described by Pinch. Because these denominators are
constructed in arithmetic progression we have fewer candidate r values to construct.
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10 ANDREW SHALLUE AND JONATHAN WEBSTER

Theorem 7. Finding r in the manner described above creates

O

(√
gPq

λ(Pq)

)
candidates to check.

Proof. Each arithmetic progression has the same form. Therefore, the candidates
created in each class is already balanced and all that remains is to count their
number. The inequality on k bounds the number of candidates:

R+ kS <
√
P implies k <

√
P
S

<

√
gPq

λ(Pq)
.

□

Notice that the λ(Pq) term is now outside of the radical at the expense of g
appearing in the radical.

The sequence of numbers in Case 1 is increasing and the sequence of numbers in
Case 2 is decreasing. We may generate the numbers in Case 2 in increasing order
by starting at the maximum allowed value of k2 and working down to 0. Since
we do not want to create factors that exceed B/(Pq), the fact that this algorithm
generates factors by size is an important feature. It is straight-forward to implement
an early-abort feature to avoid generating factors that are too big.

This incorporates an insight of [14, 3] that if S > P1/2, then there are only two
possible divisors (those being R1 and P/R2) and that they are found in polynomial
time. Given our guidance about the size of λ(Pq), the expected case is for there to
be only two possible divisors.

5.4. Divisors in Residue classes (Part 2). If S > P1/3, then there is also a
polynomial time algorithm to find all possible factors that are R1 (mod S) based
off of solving a logarithmic number of quadratic equations [14]. This result was
improved in [3]; they used LLL lattice reduction techniques to find factors in poly-
nomial time if S > P1/4. In [4], the authors of [3] are reported to have said that it
is practical for S > P0.29.

We implemented the version of [14] described as Algorithm 4.2.11 in [4]. A re-
mark (changing the notation to be consistent with our own) found in [4] reads,
“If S < P1/3, Algorithm 4.2.11 still works, but the number of square root steps
is then O(P1/3S−1 lnP).” We do not believe this is true of a naive implementa-
tion of Algorithm 4.2.11. The central claim involves the length of the interval
[2aibi, aibi + P/S2]. This interval has length O(P) when S is small. We observed
this nearly-linear run-time for especially small values of S. However, one may
choose a multiplier m so that mS is of the size P1/3. Invoking Algorithm 4.2.11,
m times with modulus mS will give the result found in the remark.

It is further noted that “it remains an open question whether an efficient al-
gorithm can be found that finds divisors of P that are congruent to R1 (mod S)
when S is about P1/4 or smaller.” Our problem is, frequently, a bit more restricted
than even this question. We only want to find factors bounded by B/Pq. The
fastest algorithm we are aware of that can use both residue class information and
incorporate a bounded search would be a customized version of the Pollard-Strassen
polynomial evaluation method.
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5.5. Worst Case Inputs. Suppose Pq is a Carmichael number. In this case,
r⋆ − 1 = 0 and so we have no residue class information to use; the problem is to
factor (Pq−1)/λ(Pq). By the Erdős construction, it is possible to make Carmichael
numbers with λ(Pq) arbitrarily small as a power of Pq. To make matters worse,
Pq may be a Carmichael number less than B2/3. In this case, there is no relevant
bound information. It is truly a general integer factorization problem. Since this is
a worst case input to our algorithm, it would make sense to analyse the asymptotic
density of these numbers to know how often we encounter them. On the one hand,
we could consult current tabulations as a guide for how often we expect to have
these inputs. On the other hand, the asymptotic count remains a key open question
in analytic number theory.

6. Bound Admissible Preproducts

In Sections 4 and 5, we make the case for a bifurcated approach for tabulation.
In each case, we studied the problem as the following: Given P find q and r so that
Pqr is a Carmichael number. In Section 4, q and r are found simultaneously. In
Section 5, we see that the tabulation bound B implies that an exhaustive search
for q, followed by a constructive search for r is reasonable. In both cases, this
involves finding P efficiently. A bound admissible preproduct Pk for k < d is a
cyclic number where Pkp

d−k
k < B. In Section 7, we show that due to the count

of bound-admissible preproducts, care must be taken in generating these numbers.
As with the tabulation itself, our approach is bifurcated.

6.1. Bound admissible P . We need to ensure that P is a cyclic number. This is
easy to do if we have access to the prime factorization of P . We say P is bound
admissible if Pp2d−2 < B. This means that any cyclic number less than B1/3 will

be bound admissible. As we consider cyclic numbers greater than B1/3, it becomes
more difficult for a cyclic number to be bound admissible. For instance, no prime
number greater than B1/3 is bound admissible.

Given the relatively slow growth of log log logB and the need to have factoriza-
tions of all numbers through 2P − 1 in Section 4, a variant of the sieve of Eratos-
thenes that factors all numbers was used. The cost of invoking this is a lower-order
asymptotic cost in the overall run-time of this portion of the algorithm.

6.2. Bound admissible Pd−1. Assume all P ≤ X were accounted as small. Then
a bound admissible Pd−1 = Pq satisfies Pq2 < B and P > X. We generate P and
q from a table of primes. Let Pd−1 have k > 2 prime factors. We know k ̸= 2,
because that case was considered as small. For the d− 2 factors that comprise the
primes in P , we need to ensure at each level that the product is bound-admissible,
cyclic, and will be greater than X. For the (d−1)th prime q, we ensure the product
is still cyclic and is bound admissible.

In Section 5, we showed that q is in the interval (pd−2,
√
B/P ) ⊂ (pd−2,

√
B/X).

If X is chosen to be at least B1/3, that means the table will only require primes up
to B1/3. Naturally, the larger we choose X, the smaller the table needs to be.

At our scale, a significant portion of the total tabulation time of the large case was
spent just in preproduct creation. It was important to both minimize duplicated
work and yet have a balanced, efficient parallel algorithm. To properly distribute
the computation of preproducts (and thus the work to find the completions of such
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12 ANDREW SHALLUE AND JONATHAN WEBSTER

preproducts) with k prime factors, every processor created all bound-admissible pre-
products with ⌊k/2⌋ prime factors. These were counted and then a given processor
advanced to the next appending more primes only when the count of preproducts
is in its residue class modulo the total number of processors.

7. Asymptotic counts of Preproducts

Due to empirical timing results and the theoretical results of Section 5, it is
reasonable to believe that the most frequent case of completing a preproduct Pq is
done in polynomial time. Therefore, a reasonable guide to the cost of tabulation is
the count of bounds admissible preproducts.

Theorem 8. The number of bound admissible Pd−1 is bounded above by

B exp

((
− 1√

2
+ o(1)

)√
logB log logB

)
.

Proof. Letting Pd−1 = Pd−2pd−1, then Pd−2p
2
d−1 < B. We will count Pd−2 as a

number less than B/p2d−2 and being pd−2-smooth. That is, the number of Pd−1

under consideration is at most ∑
p<B1/2

Ψ

(
B

p2
, p

)
where Ψ(x, y) is the number of y-smooth numbers up to x.

We split the sum p ≤ exp(c
√
logB log logB) and exp(c

√
logB log logB) < p <

B1/2 where c is a constant to be chosen later. The former range is treated by∑
p≤exp(c

√
logB log logB)

Ψ

(
B

p2
, p

)

≤
∑

p≤exp(c
√
logB log logB)

Ψ(B, exp(c
√
logB log logB))

≤ B exp

((
c− 1

c
+ o(1)

)√
logB log logB

)
by Hildebrand’s estimate on smooth numbers [11].

The latter range is treated by the trivial bound∑
exp(c

√
logB log logB)<p≤B1/2

B

p2
≪ B exp(−c

√
logB log logB).

The optimal c is satisfying c− 1
c = −c, so c = 1/

√
2. □

We were initially concerned with the count of preproducts from the small case.
We posed that problem in a session at the West Coast Number Theory Conference
(2022) and Sungjin Kim showed us how to count that set. In particular, he proved
the following.

Theorem 9. The number of bound admissible Pd−2 is bounded above by

B exp

((
− 2√

6
+ o(1)

)√
logB log logB

)
.
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The proof is substantially the same and we thank him for his help on this prob-
lem.

The count given in Theorem 8 differs from the set we used in two ways. First,
we counted smooth numbers instead of counting cyclic numbers. However, since
the asymptotic density of cyclic numbers is only off from linear by a log log logB
factor, we do not believe that the difference in these two sets is meaningful. Second,
we have not omitted small preproducts from consideration. We would only want
to count bound admissible Pd−1 for which Pd−2 > B1/3. However, we also do
not believe that this set would be significantly different from what we counted in
Theorem 8.

We believe, as a guide, that the cost of completing a given preproduct Pq is a
polynomial-time algorithm, and that the bound in Theorem 8 serves as a guide for
the count of preproducts constructed. A better guide might tell us the distribution
of preproducts in [0, B]. In Section 5, we saw that the larger a preproduct was, the
more likely it was to be an easy case. So, both the number of difficult problems
and their distribution is important to establish sharper asymptotic bounds.

8. Implementation, statistics, and conclusion

While our high level overview in Section 3 presented tabulation as a single
algorithm, the implementation consisted of many different programs. We chose
X = 7 ·107 as our cross-over point and B = 1022. The choice of X was made before
we knew what would be a feasible choice for B. The small and large preproduct
cases were implemented and run independently. The large case was written so that
it finds Carmichael numbers with exactly d prime factors and had many separate
computations: one for each 4 ≤ d ≤ 9 and one recursive version that handled d > 9.
We implemented in C++; everything was done in machine word size except three
quantities that used GMP. In the small case, we constructed Carmichael numbers
outside the machine word bounds and also used GMP for primality testing of q and
r. The code may be found on GitHub [23].

Combining large and small cases provides the exact count by prime factors for
the total tabulation up to B = 1022.

d 3 4 5 6 7
Cd(10

22) 420658 232742 1370257 6034046 14056372

8 9 10 11 12 13
16005645 8939434 2347828 262818 10018 55

Each of these numbers was proven to be a Carmichael number with a separate
check program, and we confirmed that the numbers up to 1021 matched Pinch’s
most recent tabulation.

The next two subsections give greater details about the two different computa-
tional regimes.

8.1. Small Preproduct Information. In [24], the computation was meant to
be a proof of concept and had a relatively small bound of P < 3 · 106. We have
extended the bound to P < 7·107. In Theorem 5 of [24], it was shown that the total
cost to use all P < X is O((X logX)2). The small case tabulation here represents
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14 ANDREW SHALLUE AND JONATHAN WEBSTER

about 800 times more work over that of [24]. It was computed using 33.1 vCPU
years on AMD EPYC 7B13 CPUs1.

We did the computation unbounded and found 35985331 Carmichael numbers.
Of these, only 1202914 were less than B. In the table below, we show the contri-
bution to the tabulation by order of magnitude:

103 104 105 106 107 108 109

1 7 16 43 105 255 646

1010 1011 1012 1013 1014 1015 1016

1547 3605 8238 19019 40772 79417 137794

1017 1018 1019 1020 1021 1022 1023

219887 327732 464605 639763 872861 1202914 1708687

It should be noted that this produced a complete tabulation of all Carmichael
numbers less than 1011. For the 1012 bound, this computation only missed three
Carmichael numbers:

• 702712420201 = (11 · 37 · 43 · 61 · 71) · 73 · 127,
• 919707221161 = (19 · 29 · 43 · 53 · 73) · 79 · 127,
• 995483689201 = (19 · 31 · 37 · 53 · 61) · 71 · 199.

Each of these numbers has a preproduct (the portion in parentheses) that exceeds
7 · 107. So, this tabulation regime could not have found these numbers, but they
were found in the large preproduct portion of the tabulation with d = 7. For the
1013 bound, there are 260 missing Carmichael numbers. And so it goes; the small
case made the most significant contributions with smaller d values. For the cases
d ≥ 7, the small case found no Carmichael numbers.

Since we ran this part of the computation as unbounded, we found many Carmichael
numbers that were significantly larger than 1022. The largest one we found is

69999133 · 4899878690750821 · 171493630078866294519097 =

58 82013 03152 54068 53935 58087 37155 82013 87008 71721.

This example may be reproduced with the parameters P = 69999133, D = 2, and
∆ = 1 and would have been found with the D∆ method. The dynamic choice in
the hybrid method would have chosen the lesser amount of work: iterate through
768 divisors or iterate through approximately 7 · 107 values of C. This example
represents q and r taking maximal values. That is, q − 1 = (P − 1)(P + 2) and
r − 1 = (Pq − 1)/2.

8.2. Large Preproduct Information. Here are the counts of Carmichael num-
bers constructed in the large preproduct case, broken down by d:

4 5 6 7 8
100164 1024718 5769410 14017455 16005059

9 10 11 12 13
8939434 2347828 262818 10018 55

The following table gives timing information for the d = 6 tabulation. Method
1 is what we propose in Subsection 5.3 which uses the simplest example of the
divisors in residue class results. Method 2 is what is described in Subsection 5.2

1Special thanks to Drew Sutherland and the Simons Collaboration in Arithmetic Geometry,
Number Theory, and Computation for computational support.
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and balances sieving against naive trial division. All timings are given in seconds
run on a single core of an AMD Ryzen 9 3900X.

B Method 1 (SW) Method 2 (Pinch)
1014 25 25
1015 192 189
1016 1324 1306
1017 8752 8865
1018 55631 56072
1019 361983 364816

The improvements are very modest. The reason is that the proportion of cases for
which the new method gives an exponential speedup are relatively rare. We know
that the new method outperforms Pinch’s at asymptotic scales, but unfortunately
the scales at which computations are performed are not asymptotic. One obser-
vation that gives hope is that the timings of Method 1 got better as the upper
bound increased. It is not too hard to pick out isolated examples where the im-
prove algorithm is demonstrably better. For example, consider P = 11756813235.
The timings measured were 9 microseconds for Method 1, and 17 microseconds for
Method 2.

8.3. Future Work. We intend to continue to work on this problem. Our guidance
is that completing a preproduct is done on average in polynomial time; thus the
primary cost of tabulation was constructing the preproducts. It would be better
if the cost to enter the inner loop was insignificant compared to the work done in
the inner loop. We believe there are faster ways of constructing preproducts and
that we may consider fewer preproducts. Our goal is to tabulate all Carmichael
numbers less than 1023.
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